-Logging Library Python-

**What's a Logging Library ??**

* Imagine it as a journal where your program writes down important events like errors, warning, or just info you want to see while your code is doing his job

**What are Logging levels??**

* logging messages use different levels based upon severity :

1. debug: for very detailed output for diagnostic purposes
2. info: General information about the program's operation.
3. warning: Indicates a potential issue or something unexpected that doesn't necessarily stop the program.

logging.warn(), logging.warning()

**warnings.warn()**

* **When to Use**: If the code can change something to avoid a problem.
* **Purpose**: Alerts and suggests changes.
* **Example**: "Hey, if you do this differently, you might avoid a problem!"

**logging.warning()**

* **When to Use:** When the client can't do anything about the situation.
* **Purpose:** Records an event for reference or investigation.
* **Example: "**It's out of your control.**"**

1. error: indicates a more serious issue that might need attention.

[logging.e](https://docs.python.org/3/library/logging.html#logging.error)r[ror()](https://docs.python.org/3/library/logging.html#logging.error), logging.exception()

1. critical: A critical error that might cause the program to stop working.

logging.critical()![Log Level](data:image/png;base64,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)

Code :

import logging

# By Default logging output prompted in Terminal

# Sometimes you want your logging output in a spific log file :

logging.basicConfig(

filename='/home/taher/Python101/logging/logs.log',

level=logging.DEBUG

)

logging.debug('This is a debug message')

logging.info('This is an info message')

logging.warning('This a warning message')

logging.error('This is an error message')

logging.critical('This is a critical message')

* You can Log variable content to understand what’s happening :

Code:

logging.info(f'The value of the Sum variable is {sum}')

**How to customize Log Messages:**

* When you call basicConfig multiple times, the subsequent calls don't modify the configuration, as it's already been initialized by the first call.

Add to the previous code :

logging.basicConfig(

filename='/home/taher/Python101/logging/logs.log',

format='%(asctime)s - %(name)s - %(levelname)s - %(message)s',

level=logging.DEBUG

) Content of log.log file :

2023-12-05 00:53:49,069 - root - DEBUG - This is a debug message

2023-12-05 00:53:49,069 - root - INFO - This is an info message

2023-12-05 00:53:49,069 - root - WARNING - This a warning message

2023-12-05 00:53:49,069 - root - ERROR - This is an error message

2023-12-05 00:53:49,069 - root - CRITICAL - This is a critical message

* In the logging module, when we don’t specify a logger name, the root logger is used by default. The root logger is at the top of the logger hierarchy and it's the parent of all loggers.
* You can create a custom logger using ‘logging.getLogger(‘logger\_name’)’ and don’t forget to assign it to a variable that you’ll use in logging later.

Code :

import logging

# define a Logger called Thoura

logger = logging.getLogger('Tahoura')

logging.basicConfig(

filename='/home/taher/Python101/logging/logs.log',

format='%(asctime)s - %(name)s - %(levelname)s - %(message)s',

level=logging.DEBUG

)

# use it to log messages

logger.debug('This is a debug message')

logger.info('This is an info message')

logger.warning('This a warning message')

logger.error('This is an error message')

logger.critical('This is a critical message

**Libraries:**

* var = getattr(object, attribute, default)
* The getattr() function returns the value of the value of the specified attribute from the specified object."default" parameter to write a message when the attribute does not exist
* x = isinstance(object, type) The isinstance() function returns True if the specified object is of the specified type, otherwise False.

**What are Loggers??**

* Loggers are objects that create log messages. They’re like labs for different parts of your code.
* How to create it :

logger = logging.getLogger(\_\_name\_\_)

* \_\_name\_\_ is a built-in variable in Python that contains the name of the current module.
* when Python runs a script directly (not as an imported module), \_\_name\_\_ is set to '\_\_main\_\_'. otherwise is set to the module's name to help us in identifying the source of the log

logger = logging.getLogger(\_\_file\_\_)

* \_\_file\_\_ is a built-in variable in Python that contains file’s absolute adresse.
* **newLogger = logging.getlogger()** this line of code creates a new Logger with the specified name if it is provided, or **root** it not.
* **Logger.setLevel()** specifies lowest-severity log message a logger will handle
* **Logger.addHandler()** adds a handler object to the logger.
* **Logger.removehandler()** removes the handler object from the logger.
* **Logger.addFilter()** adds a filter object to the logger.
* **Logger.removeFilter()** removes the filter object from the logger.
* **Logger.debug(), Logger.info(), Logger.warning(), Logger.error(), Logger.critical().** all create log records with a message and level of severity. The message is actually a format string, which may contain the standard string substitution syntax of %s, %d, %f, and so on.
* **Logger.exception()** we call this method only for an exception. The difference between it and **Logger.error()** is that it dumps a stack trace along with it.
* **Logger.log()** we call this method to log at custom log level with our custom message

Code : **logger.log(1, 'Taher')**

**What are Handlers??**

* handlers are responsible for sending log messages. They determine where log messages go based on something (example : severity level)
* handlers are attached to loggers
* How to create it :

# send it to the console :

newHandler1 = logging.StreamHandler()

# send it to a specific file :

newHandler2 = logging.FileHandler(‘fileadresse’)

# Let’s play something :

handler = logging.FileHandler('/home/taher/Python101/logging/ad.log', mode='w', encoding='utf-8')

* Our new handler is called new handler but it’s missing something. we must add the level of severity that our handler will control and to attach it to the logger we’ve just created
* **handlerName.setLevel(logging.<lvl>)** specifies lowest-severity log message
* **handlerName.setFormatter()** specifies lowest-severity log message
* **handlerName.addFilter()** specifies lowest-severity log message
* **handlerName.removeFilter()** specifies lowest-severity log message

**What are Formatters??**

* Formatter objects configure the final order, structure, and contents of the log message. Simply, it defines how log messages look in the final output.
* How to create it :

formatter = logging.Formatter('example')

formatter = logging.Formatter('%(asctime)s - %(name)s - %(levelname)s - %(message)s')

* we must to attach it to the handler we’ve just created

Code : **handlerName.setFormatter(formatterName)**

### 

### 